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Abstract

Conceptual modelling is probably the most important aspect of a simulation study. It is also the most difficult and least understood. Over forty years of simulation research and practice have provided only limited information on how to go about designing a simulation conceptual model. This paper, the first of two, discusses the meaning of conceptual modelling and the requirements of a conceptual model. Founded on existing literature, a definition of a conceptual model is provided. Four requirements of a conceptual model are described: validity, credibility, utility and feasibility. The need to develop the simplest model possible is also discussed. Due to a paucity of advice on how to design a conceptual model, the need for a conceptual modelling framework is proposed. Built on the foundations laid in this paper, a conceptual modelling framework is described in the paper that follows.
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Introduction

Conceptual modelling is the process of abstracting a model from a real or proposed system. It is almost certainly the most important aspect of a simulation project. The design of the model impacts all aspects of the study, in particular the data requirements, the speed with which the model can be developed, the validity of the model, the speed of experimentation and the confidence that is placed in the model results. A well designed model significantly enhances the possibility that a simulation study will be a success.

Although effective conceptual modelling is a vital aspect of a simulation study, it is probably the most difficult and least understood (Law, 1991). There is surprisingly little written on the subject. It is difficult to find a book that devotes more than a handful of pages to the design of the conceptual model. Neither are there a plethora of research papers, with only a handful of well regarded papers over the last four decades. A search through the academic tracks at major simulation conferences on discrete-event simulation reveals a host of papers on other aspects of simulation modelling. There are, however, very few papers that give any space to the subject of conceptual modelling.

The main reason for this lack of attention is probably due to the fact that conceptual modelling is more of an ‘art’ than a ‘science’ and therefore it is difficult to define methods and procedures. Whatever the reason, the result is that the art of conceptual modelling is largely learnt by experience. This somewhat ad hoc approach does not seem satisfactory for such an important part of the simulation modelling process.

This paper is the first of two papers that attempt to bring more clarity to the area of conceptual modelling for simulation. The issue is addressed first by defining the meaning of conceptual modelling and establishing the requirements of a conceptual model. These are the subjects of this paper. Having provided a foundation for conceptual model development, the paper that follows describes a framework for developing a conceptual model (ref. paper 2).
The domain of interest for this discussion is primarily in the use of discrete-event simulation for modelling operations systems or operating systems. ‘An operating system is a configuration of resources combined for the provision of goods or services’ (Wild, 2002). Wild identifies four specific functions of operations systems: manufacture, transport, supply and service. This is one of the prime domains for simulation in operational research. We might refer to it as ‘business oriented’ simulation while interpreting business in its widest sense to include, for instance, the public sector and health. Models in this domain tend to be of a relatively small scale, with a project life-cycle of normally less than six months (Cochran et al, 1995). The models are generally developed by a lone modeller acting as an external or internal consultant. Sometimes the models are developed on a ‘do-it-yourself’ basis with a subject matter expert carrying out the development. This is somewhat different to the nature of simulation modelling in the military domain, another major application of simulation in operational research, where models tend to be of a much larger scale and where they are developed by teams of people (Robinson, 2002). Although the focus is on discrete-event simulation for modelling operations systems, this is not to say that the concepts do not have wider applicability.

In this paper the meaning of the term conceptual model is discussed in relation to existing definitions. A refined definition of a conceptual model is then given and the scope of conceptual modelling is defined. There is a pause for thought concerning the purpose of a conceptual model before a discussion on the requirements of a conceptual model. The paper finishes with a brief review of the guidance that is available for conceptual modelling. The prime contributions of this paper are to provide a definition of a conceptual model and to identify the requirements for a conceptual model.

Throughout the paper, three roles in a simulation study are assumed:

- **The Clients**: the problem owners and recipients of the results
- **The Modeller**: the developer of the model
- **Domain Experts**: experts in the domain being modelled who provide data and information for the project
These roles do not necessarily imply individual or separate people. There are often many clients and domain experts involved in a simulation study. In some situations one of the clients or subject matter experts may also act as the modeller.

Before exploring the meaning of conceptual modelling, let us begin with an example that highlights how more than one (conceptual) model can be developed of the same system.

**Example: Modelling the Ford Motor Company South Wales Engine Assembly Plant**

I had been called in to carry out some simulation modelling of the new engine assembly plant that Ford Motor Company (Ford) was planning to build in South Wales. Faced with a meeting room full of engineers I started, as normally I would, by asking what was the problem that they wished to address. There was a unanimous response: 'Scheduling! We are not sure that there is enough space by the line to hold sufficient stocks of the key components. Obviously the schedules we run on the key component production lines and on the main engine assembly line will affect the inventory we need to hold'. After further questioning it was clear that they saw this as the key issue. In their view, there was no problem with achieving the required throughput, especially because they had designed a number of similar lines previously.

The engine assembly line was planned to consist of three main assembly lines (with well over 100 operations), a Hot Test facility and a Final Dress area. Figure 1 provides a schematic of the line. On the first line (Line A), engine blocks are loaded onto platens (metal pallets on which engines move around the conveyor system) and then pass through a series of operations. On the Head Line various components are assembled to the head before the complete sub-assembly is joined with the engine block on Line A. On leaving Line A, the engine is loaded to a Line B platen to continue the assembly process. The empty Line A platen is washed and returned so a new engine block can be loaded. At the end of Line B, completed engines are off-loaded and move to the Hot Test facility. In Hot Test, engines are rigged to test machines, run for a few minutes and monitored. Engines that pass Hot Test move to the Final Dress area for completion. Engines that fail Hot Test are rectified and then completed.
The majority of the operations on the three main assembly lines consist of a single automatic machine. Some operations require two parallel machines due to the length of the machine cycle, while a few other operations are performed manually. At various points along the line there are automatic test stations. When an engine fails the test, it is sent to an adjoining rework station, before returning to be tested again. All the operations are connected by a powered roller conveyor system.

The key components are the engine block, head, crankshaft, cam shaft and connecting rods. These are produced at nearby production facilities, delivered to the main assembly plant and stored line-side ready for assembly. Because various engine derivatives are made on the assembly line, a range of component derivatives need to be produced and stored for assembly. The result was the concern over scheduling the production and the storage of these key components.

As with all such projects, time for developing and using the model was limited. It was important, therefore, to devise a model that could answer the questions about scheduling key components as quickly as possible while maintaining a satisfactory level of accuracy.

In consideration the nature of the problem, it was clear that the key issue was not so much the rate at which engines progressed through the assembly line, but their sequence. The initial sequence of engines was determined by the production schedule, but this sequence was then disturbed by engines being taken out for rework and by the presence of parallel machines for some operations. Under normal operation the parallel machines would not cause a change in
the sequence of engines on the line, but if one of the machines breaks down for a period, then the engines queuing for that machine would be delayed and their sequence altered.

It was recommended that the simulation model should represent in detail those elements that determined the sequence of engines on the main assembly line, that is, the schedule, the test and rework areas, and the parallel machines. All other operations could be simplified by grouping sections of the line that consisted of individual machines and representing them as a queue with a delay. The queue capacity needed to equate to the capacity of that section of the line. The delay needed to be equal to the time it took for an engine to pass through the section of the line, allowing for breakdowns. This would give a reasonable approximation to the rate at which engines would progress through the facility. Of course, the operations where the key components are assembled to the engine need to be modelled in detail, along with the line-side storage areas for those components.

Further to this, it was noted that detailed models of the key component production lines already existed. Alternative production schedules for each line could be modelled separately from the engine assembly line model and the output from these models stored. The outputs could then be read into the engine assembly line model as an input trace stating the component derivatives and their time of arrival at the assembly line. Some suitable delay needed to be added to allow for the transportation time between the key component lines and the main assembly line. It was also unnecessary to model the Hot Test and Final Dress, as all of the key components have been assembled prior to reaching these areas.

As a result of these simplifications, the model could be developed much more quickly and the final model ran much faster, enabling a greater amount of experimentation in the time available. The model fulfilled its objectives, sizing the line side storage areas and showing that shortages of key components were unlikely. What the model did suggest, however, was that there may be a problem with throughput.

Although the scheduling model indicated a potential problem with throughput, it did not contain enough detail to give accurate predictions of the throughput of the engine assembly line. As a result, a second model was developed with the objective of predicting and helping to improve the throughput of the facility. This model represented each operation in detail, but on this occasion did not represent the arrival and assembly of key components. It was
assumed that the key components would always be available, as had been suggested by the scheduling model.

The second (throughput) model indeed confirmed that the throughput was likely to fall significantly short of that required by Ford and identified a number of issues that needed to be addressed. Over a period of time, by making changes to the facility and performing further simulation experiments, improvements were made such that the required throughput could be achieved.

This example demonstrates how two very different simulation models can be developed of the same system. But which model was the right one? The answer is both, since both answered the specific questions that were being asked of them. Underlying the differences between the models was the difference in the modelling objectives. Neither simulation model would have been useful for meeting the objectives of the other model. Of course, a single all encompassing model could have been developed, which could have answered both sets of questions. This, however, would have taken much longer to develop and it would certainly have run much slower, restricting the extent of the experimentation possible. Anyway, the need for the second model was only identified as a result of indications about throughput from the first model. Up to that point, a throughput model seemed unnecessary.

A more fundamental question that should be asked is if very different models can be developed of the same system, how can a modeller determine which model to use? Indeed, how can a modeller develop a model design, or a set of model designs from which to select? The only clue that comes from the example above is the importance of the modelling objectives in determining the nature of the model. Beyond this, modellers need some means for determining what to model. This process of taking a real world situation and from it designing a model is often referred to as conceptual modelling.

**What is Conceptual Modelling?**

Conceptual modelling is about abstracting a model from a real or proposed system. All simulation models are simplifications of reality (Zeigler, 1976). The issue in conceptual modelling is to abstract an appropriate simplification of reality (Pidd, 2003). This provides
some sense of what conceptual modelling is, but only in the most general of terms. How can
the terms conceptual model and conceptual modelling be more precisely defined? Existing
literature may shed some light on this topic.

In general, the notion of conceptual modelling, as expressed in the simulation and modelling
literature, is vague and ill-defined, with varying interpretations as to its meaning. What
seems to be agreed is that it refers to the early stages of a simulation study. This implies a
sense of moving from the recognition of a problem situation to be addressed with a
simulation model to a determination of what is going to be modelled and how. Balci (1994)
breaks the early parts of a simulation study down into a number of processes: problem
formulation, feasibility assessment of simulation, system and objectives definition, model
formulation, model representation and programming. Which of these is specifically included
in conceptual modelling is not identified. What is clear from Balci and other authors, for
instance Willemain (1995), is that these early stages of a modelling study are not just visited
once, but that they are continually returned to through a series of iterations in the life-cycle of
a project. As such, conceptual modelling is not a one-off process, but one that is repeated and
refined a number of times during a simulation study.

Zeigler (1976) sheds some light on the subject by identifying five elements in modelling and
simulation from the 'real system' through to the 'computer' (the computer based simulation
model). In between is the 'experimental frame', 'base model' and lumped model. The
experimental frame is the limited set of circumstances under which the real system is
observed, that is, specific input-output behaviours. The base model is a hypothetical
complete explanation of the real system, which is capable of producing all possible input-
output behaviours (experimental frames). The base model cannot be fully known since full
knowledge of the real system cannot be attained. For instance, almost all systems involve
some level of human interaction that will affect its performance. This interaction cannot be
fully understood since it will vary from person-to-person and time-to-time.

In the lumped model the components of a model are lumped together and simplified. The
aim is to generate a model that is valid within the experimental frame, that is, reproduces the
input-output behaviours with sufficient fidelity. The structure of the lumped model is fully
known. Returning to the example of human interaction with a system, in a lumped model
specific rules for interaction are devised e.g. a customer will not join a waiting line of more than ten people.

Nance (1994) separates the ideas of conceptual model and communicative model. The conceptual model exists in the mind of a modeller, the communicative model is an explicit representation of the conceptual model. He also specifies that the conceptual model is separate from model execution. In other words, the conceptual model is not concerned with how the computer-based model is coded. Fishwick (1995) takes a similar view, stating that a conceptual model is vague and ambiguous. It is then refined into a more concrete executable model. The process of model design is about developing and refining this vague and ambiguous model and creating the model code. In these terms, conceptual modelling is a sub-set of model design, which also includes the design of the model code.

The main debate about conceptual modelling and its definition has been held among military simulation modellers. Pace has lead the way in this debate and defines a conceptual model as 'a simulation developer's way of translating modelling requirements … into a detailed design framework …, from which the software that will make up the simulation can be built' (Pace, 1999). In short, the conceptual model defines what is to be represented and how it is to be represented in the simulation. Pace sees conceptual modelling as being quite narrow in scope viewing objectives and requirements definition as precursors to the process of conceptual modelling. The conceptual model is largely independent of software design and implementation decisions. Pace (2000a) identifies the information provided by a conceptual model as consisting of assumptions, algorithms, characteristics, relationships and data.

Lacy et al (2001) further this discussion reporting on a meeting of the Defence Modelling and Simulation Office (DMSO) to try and reach a consensus on the definition of a conceptual model. The paper describes a plethora of views, but concludes by identifying two types of conceptual model. A domain-oriented model that provides a detailed representation of the problem domain and a design-oriented model that describes in detail the requirements of the model. The latter is used to design the model code. Meanwhile, Haddix (2001) points out that there is some confusion over whether the conceptual model is an artefact of the user or the designer. This may, to some extent, be clarified by adopting the two definitions above.
The approach of military simulation modellers can be quite different to that of those working in business oriented simulation (Robinson, 2002). Military simulations often entail large scale models developed by teams of software developers. There is much interest in model reuse and distributed simulation, typified by the High Level Architecture (DMSO, 2005). Business oriented simulations tend to be smaller in scale, involve lone modellers normally using a visual interactive modelling system (Pidd, 2004), and the models are often thrown-away on completion of a project. Interest in distributed simulation is moderate, mostly because the scale and life-time of the models does not warrant it (Robinson, 2005). As a result, although the definition and requirements for conceptual modelling may be similar in both these domains, some account must be made of the differences that exist.

In summary, the discussion above identifies some key facets of conceptual modelling and the definition of a conceptual model:

- Conceptual modelling is about moving from a problem situation, through model requirements to a definition of what is going to be modelled and how.
- Conceptual modelling is iterative and repetitive, with the model being continually revised throughout a modelling study.
- The conceptual model is a simplified representation of the real system.
- The conceptual model is independent of the model code or software (while model design includes both the conceptual model and the design of the code (Fishwick, 1995)).
- The perspective of the client and the modeller are both important in conceptual modelling.

It is clear, however, that complete agreement does not exist over these facets.

**A Definition of a Conceptual Model**

Following the discussion above, figure 2 defines a conceptual model as shown by the area within the dashed ellipse. It also places it within the wider context of a simulation study as defined in Robinson (2004). Figure 2 shows four key processes in the development and use of a simulation model: conceptual modelling, model coding, experimentation and implementation. The outcome of each process is, respectively, a conceptual model, a
computer model, solutions to the problem situation and/or a better understanding of the real world, and improvements to the real world. The double arrows illustrate the iterative nature of the process and the circular diagram illustrates the potential to repeat the process of improvement through simulation a number of times. Missing from this diagram are the verification and validation activities involved in a simulation study. These are carried out in parallel with each of the four processes outlined in figure 2. For a more detailed description of this life-cycle and model verification and validation see Robinson (2004).

**Figure 2** The Conceptual Model in the Simulation Project Life-Cycle (Revised from Robinson, 2004)

Based upon an understanding of the problem situation, which sits outside the conceptual model, the conceptual model is derived. This model is only a partial description of the real world, but it is sufficient to address the problem situation. The double arrow between the problem situation and objectives signifies the interplay between problem understanding and modelling. While the conceptual model reflects the understanding of the problem situation, the process of developing the conceptual model also changes the understanding of the
problem situation. In particular, the nature of the questions that the modeller asks during conceptual modelling can lead to new insights on behalf of the clients and domain experts. At a greater extreme, ideas derived purely from conceptual modelling may be implemented in the real system, changing the actual nature of the problem situation.

The conceptual model itself consists of four main components: objectives, inputs (experimental factors), outputs (responses) and model content. Two types of objective inform a modelling project. First there are the modelling objectives, which describe the purpose of the model and modelling project. Second there are general project objectives which include the time-scales for the project and the nature of the model and its use (e.g. requirements for the flexibility of the model, run-speed, visual display, ease-of-use and model/component reuse). The definition of objectives is seen as intrinsic to decisions about the conceptual model. The Ford example above highlighted how different modelling objectives led to different models. Similarly, the general project objectives can affect the nature of the model. A shorter time-scale, for instance, may require a simpler conceptual model than would have been devised had more time been available. For this reason, the objectives are included in the definition of the conceptual model.

Including the modelling objectives as part of the definition of a conceptual model is at odds with Pace (1999). He sees the objectives and requirements definition as separate from the conceptual model. The author’s view is that while understanding the problem situation and the aims of the organisation lies within the domain of the real world (problem situation), the modelling objectives are specific to a particular model and modelling exercise. Different modelling objectives lead to different models within the same problem situation, as in the Ford example. As a result, the modelling objectives are intrinsic to the description of a conceptual model. Without the modelling objectives, the description of a conceptual model is incomplete.

The inputs (or experimental factors) are those elements of the model that can be altered to effect an improvement in, or better understanding of, the problem situation. They are determined by the objectives. Meanwhile, the outputs (or responses) report the results from a run of the simulation model. These have two purposes: first, to determine whether the modelling objectives have been achieved; second, to point to reasons why the objectives are not being achieved, if they are not.
Finally, the *model content* consists of the components that are represented in the model and their interconnections. The content can be split into two dimensions (Robinson, 1994):

- **The scope of the model**: the model boundary or the breadth of the real system that is to be included in the model.
- **The level of detail**: the detail to be included for each component in the model’s scope.

The model content is determined, in part, by the inputs and outputs, in that the model must be able to accept and interpret the inputs and to provide the required outputs. The model content is also determined by the level of accuracy required. More accuracy generally requires a greater scope and level of detail.

While making decisions about the content of the model, various assumptions and simplifications are normally introduced. These are defined as follows:

- **Assumptions** are made either when there are uncertainties or beliefs about the real world being modelled.
- **Simplifications** are incorporated in the model to enable more rapid model development and use, and to improve transparency.

Assumptions and simplifications are identified as separate facets. Assumptions are ways of incorporating uncertainties and beliefs about the real world into the model. Simplifications are ways of reducing the complexity of the model. As such, assumptions are a facet of limited knowledge or presumptions, while simplifications are a facet of the desire to create simple models.

Based on these ideas a conceptual model is defined as follows:

*The conceptual model is a non-software specific description of the computer simulation model (that will be, is or has been developed), describing the objectives, inputs, outputs, content, assumptions and simplifications of the model.*
This definition adds the point that the conceptual model is non-software specific in line with the views of the other authors described above. Considerations as to how the model code will be developed (whether it be a spreadsheet, specialist software or a programming language) should not dominate debate around the nature of the model that is required to address the problem situation. Conceptual modelling is about determining the right model, not how the software will be implemented.

In saying this, it must be recognised that many simulation modellers only have access to one or possibly two simulation tools. As a result, considerations of software implementation will naturally enter the debate about the nature of the conceptual model. This is recognised by the double arrow, signifying iteration, for the model coding process in figure 2. What this definition for a conceptual model aims to highlight is the importance of separating as far as possible detailed model code considerations from decisions about the conceptual design.

The definition does not place the conceptual model at a specific point in time during a simulation study. This reflects the level of iteration that may exist in simulation work. A conceptual model may reflect a model that is to be developed, is being developed or has been developed in some software. The model is continually changing as the simulation study progresses. Whatever stage has been reached in a simulation study, the conceptual model is a non-software specific description of the model as it is understood at that point in time. That said, the prime interest of this paper is in the role of the conceptual model during conceptual modelling, which implies it is describing a computer model that is yet to be developed, or at least the development is not yet complete.

**Conceptual Modelling Defined**

Put simply, conceptual modelling is the process of creating the conceptual model. Based on the definition given above this requires the following activities:

- Understanding the problem situation (a precursor to conceptual modelling)
- Determining the modelling and general project objectives
- Identifying the model outputs (responses)
- Identify the model inputs (experimental factors)
• Determining the model content (scope and level of detail), identifying any assumptions and simplifications

These activities are explored in more detail in the paper that follows (ref. paper 2). This suggests a general order in which the elements of a conceptual model might be determined. There is likely to be a lot of iteration forwards and backwards between these activities. Further to this, there is iteration between conceptual modelling and the rest of the process of model development and use (Robinson, 2004). Having said that the conceptual model is independent of the modelling software, it must be recognised that there is an interplay between the two. Since many modellers use the software that they are familiar with, it is possible (although not necessarily desirable) that methods of representation and limitations in the software will cause a revision to the conceptual model. Continued learning during model coding and experimentation may cause adjustments to the conceptual model as the understanding of the problem situation and modelling objectives change. Model validation activities may result in alterations to the conceptual model in order to improve the accuracy of the model. Availability, or otherwise, of data may require adjustments to the conceptual model. All this implies a great deal of iteration in the process of modelling and the requirement to continually revise the conceptual model. This iteration is illustrated by the double arrows between the stages in figure 2.

**The Purpose of a Conceptual Model**

In reflecting on the purpose of a conceptual model, one might question whether it is necessary to have one at all. Indeed, some might argue that the power of modern simulation software negates the need for conceptual modelling. Such software enables a modeller to move straight from developing an understanding of the problem situation to creating a computer model.

Albeit that this argument appears to have some credence, it ignores the fact that whatever practice a modeller might employ for developing the model code, decisions still have to be taken concerning the content and assumptions of the model. Modern simulation software does not reduce this level of decision-making. What the software can provide is an environment for the more rapid development of the model code, enhancing the opportunities
for iteration between conceptual modelling and model coding, and facilitating rapid prototyping. This does not negate the need for conceptual modelling, but simply aids the process of model design. It also highlights the point that conceptual modelling is not a one-off step, but part of a highly iterative process, particularly in relation to model coding.

Indeed, the power of modern software (and hardware) and the wider use of distributed processing may actually have increased the need for effective conceptual modelling. Salt (1993) and Chwif et al (2000) both identify the problem of the increasing complexity of simulation models; a result of the ‘possibility’ factor. People build more complex models because the hardware and software enable them to. While this may have extended the utility of simulation to problems that previously could not have been tackled, it also breeds a tendency to develop overly complex models. There are various problems associated with such models including extended development times and onerous data requirements. This trend to develop ever more complex models has been particularly prevalent in the military domain (Lucas and McGunnigle, 2003). Indeed, it could be argued that there are some advantages in only having limited computing capacity; it forces the modeller to carefully design the model! As a result of the possibility factor it would seem that careful design of the conceptual model is more important than ever.

Beyond the general sense that careful model design is important, there are a number of reasons why a conceptual model is important to the development and use of simulation models. Pace (2003) puts this succinctly by stating that the conceptual model provides a roadmap from the problem situation and objectives to model design and software implementation. He also recognises that the conceptual model forms an important part of the documentation for a model. More specifically a well documented conceptual model:

- Minimises the likelihood of incomplete, unclear, inconsistent and wrong requirements (Pace, 2002; Borah, 2002).
- Helps build the credibility of the model.
- Guides the development of the computer model.
- Forms the basis for model verification and guides model validation.
- Guides experimentation by expressing the objectives, experimental factors and responses.
- Provides the basis of the model documentation.
• Can act as an aid to independent verification and validation when it is required.
• Helps determine the appropriateness of the model or its parts for model reuse and distributed simulation (Pace, 2000b).

Overall the conceptual model, if clearly expressed, provides a means of communication between all parties in a simulation study: the modeller, clients and domain experts (Pace, 2002). In so doing it helps to build a consensus, or least an accommodation, about the nature of the model and its use.

Requirements of a Conceptual Model

In designing a conceptual model it would be useful to have a set of requirements in mind. These could provide a basis against which to determine whether a conceptual model is appropriate. Indeed, Pritsker (1987) says that ‘modelling is a difficult process because we do not have measurable criteria for evaluating the worth of a model’. In conceptual modelling it may be difficult to identify a complete set of measurable criteria, since the model is purely descriptive at this stage. That said, a sense of requirements, even if they are more qualitative, would be helpful.

So what are the requirements for an effective conceptual model? This question is first answered by describing four main requirements after which the overarching need to keep the model as simple as possible is discussed.

Assessment criteria for models have been discussed by a number of authors, for instance, Gass and Joel (1981), Ören (1981, 1984), Robinson and Pidd (1998) and Balci (2001). The majority of this work is in the domain of large scale military and public policy models; Robinson and Pidd is an exception. Furthermore, the criteria focus on assessing models that have been developed rather than on the assessment of conceptual models.

In terms of criteria for conceptual models in operational research there has been little reported. Willemain (1994), who investigates the preliminary stages of operational research interventions, briefly lists five qualities of an effective model: validity, usability, value to the clients, feasibility, and aptness for the clients’ problem. Meanwhile, Brooks and Tobias
identify eleven performance criteria for a good model. Requirements are also briefly discussed by Pritsker (1986), Henriksen (1988), Nance (1994), and van der Zee and van der Vorst (2005). Outside of operational research there are some discussions, for instance, Teeuw and van den Berg (1997) who discuss the quality of conceptual models for business process reengineering.

Based on the discussions by simulation modellers and operational researchers, here it is proposed that there are four main requirements of a conceptual model: validity, credibility, utility and feasibility. Table 1 shows how the requirements discussed in the literature relate to these.
Table 1 *Requirements of a Conceptual Model Related to those Documented in the Literature*

<table>
<thead>
<tr>
<th>Proposed requirements</th>
<th>Documented requirements</th>
<th>van der Zee and van der Vorst (2005)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Validity</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Valid</td>
<td>Valid</td>
<td>Model describes behaviour of interest</td>
</tr>
<tr>
<td>Fidelity</td>
<td>Fidelity</td>
<td>Accuracy of the model’s results</td>
</tr>
<tr>
<td></td>
<td>Model correctness</td>
<td>Probability of containing errors</td>
</tr>
<tr>
<td></td>
<td>Testability</td>
<td>Validity</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Strength of theoretical basis of model</td>
</tr>
<tr>
<td><strong>Credibility</strong></td>
<td>Understandable</td>
<td>Ease of understanding</td>
</tr>
<tr>
<td><strong>Utility</strong></td>
<td>Extendible</td>
<td>Transparency</td>
</tr>
<tr>
<td></td>
<td>Execution speed</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Ease of modification</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Adapatability</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Reusability</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Maintainability</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Value to client</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Usability</td>
<td></td>
</tr>
<tr>
<td><strong>Feasibility</strong></td>
<td>Timely</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Elegance</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Feasibility</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Time and cost to build</td>
<td></td>
</tr>
<tr>
<td></td>
<td>model</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Time and cost to run</td>
<td></td>
</tr>
<tr>
<td></td>
<td>model</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Time and cost to analyse</td>
<td></td>
</tr>
<tr>
<td></td>
<td>results</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Portability</td>
<td></td>
</tr>
<tr>
<td></td>
<td>and ease with</td>
<td></td>
</tr>
<tr>
<td></td>
<td>which model can be</td>
<td></td>
</tr>
<tr>
<td></td>
<td>combined with others</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Hardware requirements</td>
<td></td>
</tr>
</tbody>
</table>

| Pritsker (1986)       |                         |                                     |
| Henriksen (1988)      |                         |                                     |
| Nance (1994)          |                         |                                     |
| Willemain (1994)      |                         |                                     |
| Brooks and Tobias (1996a) |                   |                                     |
It is generally agreed that a valid model is one that is sufficiently accurate for the purpose at hand (Carson, 1986). However, since the notion of accuracy is of little meaning for a model that has no numeric output, conceptual model validity might be defined as:

*A perception, on behalf of the modeller, that the conceptual model can be developed into a computer model that is sufficiently accurate for the purpose at hand.*

The phrase ‘… can be developed into a computer model…’ is included in recognition that the conceptual model is a description of a model, not the computer model itself. Depending on the status of the simulation project, the conceptual model may be describing a computer model that will be developed, is being developed, or has been developed.

Underlying the notion of validity is the question of whether the model is ‘right’. Note that this definition places conceptual model validity as a perception of the modeller. It also maintains the notion that a model is built for a specific purpose, which is common to most definitions of validity.

*Credibility* is similar to validity, but is taken from the perspective of the clients rather than the modeller. The credibility of the conceptual model is therefore defined as:

*A perception, on behalf of the clients, that the conceptual model can be developed into a computer model that is sufficiently accurate for the purpose at hand.*

The clients must believe that the model is sufficiently accurate. Included in this concept is the need for the clients to be convinced that all the important components and relationships are in the model. Credibility also requires that the model and its results are understood by the clients. Would a model that could not be understood have credibility? An important factor in this respect is the transparency of the model which is discussed below.

Validity and credibility are seen as separate requirements because the modeller and clients may have very different perceptions of the same model. Although a modeller may be satisfied with a conceptual model, the clients may not be. It is not unusual for additional scope and detail to be added to a model, not because it improves its validity, but because it improves its credibility. Not that adding scope and detail to gain credibility is necessarily a
bad thing, but the modeller must ensure that this does not progress so far that the model becomes over complex. Simulation is particularly prone to such a drift through, for instance, the addition of non-vital graphics and the logic required to drive them.

The third concept, *utility*, is defined as:

*A perception, on behalf of the modeller and the clients, that the conceptual model can be developed into a computer model that is useful as an aid to decision-making within the specified context.*

Utility is seen as a joint agreement between the modeller and the clients about the usefulness of the model. This notion moves beyond the question of whether the model is sufficiently accurate, to the question of whether the model is useful for the context of the simulation study. Utility includes issues such as ease-of-use, flexibility (i.e. ease with which model changes can be made), run-speed and visual display. Where the model, or a component of the model, might be used again on the same or another study, reusability would also be subsumed within the concept of utility. The requirements for utility are expressed through the general project objectives.

Within any context a range of conceptual models could be derived. The accuracy of these models would vary, but some or all might be seen as sufficiently accurate and, hence, under the definitions given above, they would be described as valid and credible. This does not necessarily mean that the models are useful. For instance, if a proposed model is large and cumbersome, it may have limited utility due to reduced ease-of-use and flexibility. Indeed, a less accurate (but still sufficiently accurate), more flexible model that runs faster may have greater utility by enabling a wider range of experimentation within a time-frame.

Hodges (1991) provides an interesting discussion around model utility and suggests that a ‘bad’ model (one that is not sufficiently accurate) can still be useful. He goes on to identify specific uses for such models. Bankes (1993) continues with this theme, discussing the idea of inaccurate models for exploratory use, while Robinson (2001) sees a role for such models in facilitating learning about a problem situation.

The final requirement, *feasibility*, is defined as follows:
A perception, on behalf of the modeller and the clients, that the conceptual model can be developed into a computer model with the time, resource and data available.

A range of factors could make a model infeasible: it might not be possible to build the proposed model in the time available, the data requirements may be too onerous, there may be insufficient knowledge of the real system, and the modeller may have insufficient skill to code the model. Feasibility implies that the time, resource and data are available to enable development of the computer model.

The four requirements described above are not mutually exclusive. For instance, the modeller’s and clients’ perspectives on model accuracy are likely to be closely aligned, although not always. An infeasible model could not generally be described as a useful model, although a conceptual model that is infeasible could be useful for aiding problem understanding. Albeit that these concepts are related, it is still useful to identify them as four separate requirements so a modeller can be cognisant of them when designing the conceptual model.

The Overarching Requirement: Keep the Model Simple

The overarching requirement is the need to avoid the development of an overly complex model. In general the aim should be:

*to keep the model as simple as possible to meet the objectives of the simulation study (Robinson, 2004).*

There are a number of advantages with simple models (Innis and Rexstad, 1983; Ward, 1989; Salt, 1993; Chwif et al, 2000; Lucas and McGunnigle, 2003; Thomas and Charpentier, 2005):

- Simple models can be developed faster
- Simple models are more flexible
- Simple models require less data
- Simple models run faster
• The results are easier to interpret since the structure of the model is better understood

With more complex models these advantages are generally lost. Indeed, at the centre of good modelling practice is the idea of resorting to simplest explanation possible. Occam’s razor puts this succinctly, ‘plurality should not be posited without necessity’ (William of Occam) (quoted from Pidd, 2003), as does Antoine de Saint-Exupery who reputedly said that ‘perfection is achieved, not when there is nothing more to add, but when there is nothing left to take away.’

The requirement for simple models does not negate the need to build complex models on some occasions. Indeed, complex models are sometimes required to achieve the modelling objectives. The requirement is to build the simplest model possible, not simple models per se. What should be avoided, however, is the tendency to try and model every aspect of a system when a far simpler more focused model would suffice.

The graph in figure 3 illustrates the notional relationship between model accuracy and complexity (Robinson, 1994). Increasing levels of complexity (scope and level of detail) improve the accuracy of the model, but with diminishing returns. Beyond point x there is little to be gained by adding to the complexity of the model. A 100% accurate model will never be achieved because it is impossible to know everything about the real system. The graph illustrates a further point. Increasing the complexity of the model too far, may lead to a less accurate model. This is because the data and information are not available to support such a detailed model. For instance, it is unlikely that we could accurately model the exact behaviour of individuals in a queue, and attempts to do so, beyond very simple rules, may lead to a less accurate result.
Ward (1989) provides a lucid account on the simplicity of models. In doing so, he makes a useful distinction between constructive simplicity and transparency. Transparency is an attribute of the client (how well he/she understands the model), while constructive simplicity is an attribute of the model itself (the simplicity of the model). Because transparency is an attribute of the client, it depends on his/her level of knowledge and skill. A model that is transparent to one client may not be transparent to another. In developing a conceptual model, the modeller must consider transparency as well as simplicity, designing the model with the particular needs of the client in mind. The need for transparency is, of course, confounded by the presence of multiple clients (as is the case in many simulation studies), all of whom must be satisfied with the model. These ideas closely link to the requirement for credibility, as discussed above, since a model that is not transparent is unlikely to have credibility.

Having emphasised the importance of simplicity, there are those that warn against taking this to an extreme. Pritsker (1986) reflects on his experience of developing models of differing complexity of the same system. He concludes that the simplest model is not always best because models need to be able to evolve as the requirements change. The simplest model is not always the easiest to embellish. Schruben and Yücesan (1993) make a similar point, stating that simpler models are not always as easy to understand, code and debug. Davies et al (2003) point out that simpler models require more extensive assumptions about how a system works and that there is a danger in setting the system boundary (scope) too narrow in case an important facet is missed.
Guidance on Conceptual Modelling

Exhortations to develop simple models highlight an important consideration in designing a conceptual model. Modelling requirements provide a guide as to whether a conceptual model is appropriate. Neither, however, describes how a modeller might go about determining what the conceptual model should be in a simulation study. So what help is offered in the simulation and modelling literature to guide modellers in designing the conceptual model?

First, it is worth recognising that conceptual modelling requires creativity (Henriksen, 1989). Simulation modelling is both art and science (Shannon, 1975) with conceptual modelling lying more at the artistic end! As Schmeiser (2001) points out: ‘While abstracting a model from the real world is very much an art, with many ways to err as well as to be correct, analysis of the model is more of a science, and therefore easier, both to teach and to do.’ The need for creativity does not, however, excuse the need for guidelines on how to model (Evans, 1992). Ferguson et al (1997), writing about software development, point out that in ‘most professions, competent work requires the disciplined use of established practices. It is not a matter of creativity versus discipline, but one of bringing discipline to the work so creativity can happen.’

In searching the modelling literature for advice from simulation modellers and operational researchers on how to develop models, three basic approaches can be found: principles of modelling, methods of simplification and modelling frameworks.

Principles of Modelling

Providing a set of guiding principles for modelling is one approach to advising simulation modellers on how to develop (conceptual) models. For instance, Pidd (1999) describes six principles of modelling:

- Model simple; think complicated
- Be parsimonious; start small and add
- Divide and conquer; avoid megamodels
• Use metaphors, analogies, and similarities
• Do not fall in love with data
• Modelling may feel like muddling through

The central theme is one of aiming for simple models through evolutionary development. Others have produced similar sets of principles (or guidelines), for instance, Morris (1967), Musselman (1992), Powell (1995), Pritsker (1998) and Law and Kelton (2000). The specific idea of evolutionary model development is further explored by Nydick et al (2002).

These principles provide some useful guidance for those developing conceptual models. It is useful to encourage modellers to start with small models and to gradually add scope and detail. What such principles do not do, however, is to guide a modeller through the conceptual modelling process. When should more detail be added? When should elaboration stop? There is a difference between giving some general principles and guiding someone through a process.

**Methods of Simplification**

Simplification entails removing scope and detail from a model or representing components more simply while maintaining a sufficient level of accuracy. In Zeigler’s (1976) terms this could be described as further lumping of the lumped model. This is the opposite of the start small and add principle.

There are quite a number of discussions on simplification, both in the simulation and the wider modelling context. Morris (1967) identifies some methods for simplifying models: making variables into constants, eliminating variables, using linear relations, strengthening the assumptions and restrictions, and reducing randomness. Ward (1989) provides a similar list of ideas for simplification. Meanwhile, Courtois (1985) identifies criteria for the successful decomposition of models in engineering and science.

For simulation modelling, Zeigler (1976) suggests four methods of simplification: dropping unimportant components of the model, using random variables to depict parts of the model, coarsening the range of variables in the model, and grouping components of the model.
There is an apparent contradiction between Morris’ and Zeigler’s advice in that the former suggests reducing randomness, while the latter suggests increasing it by representing sections of the model with random variables. This difference in opinion can be reconciled by recognising that simplification methods are sensitive to the modelling approach that is being applied. Morris is concentrating more on mathematical algorithms where the inclusion of randomness is less convenient. Zeigler is writing about simulation specifically, where complex behaviours can sometimes be reduced to a single random variable.

Yin and Zhou (1989) build upon Zeigler’s ideas, discussing six simplification techniques and presenting a case study. Sevirc (1990) provides a semiautomatic procedure based on Zeigler's ideas. Innis and Rexstad (1983) enter into a detailed discussion about how an existing model might be simplified. They provide a list of seventeen such methods, although they do not claim that these are exhaustive. They conclude by suggesting that managers should be provided with both a full and a simplified simulation model. There is a sense in which the Ford example followed this approach, with one model being more detailed than the other, although neither could be described as a ‘full’ model. Robinson (1994) also lists some methods for simplifying simulation models. Finally, Webster et al (1984) describe how they selected an appropriate level of detail for generating samples in a timber harvesting simulation model.

Such ideas are useful for simplifying an existing (conceptual) model, but they do not guide the modeller over how to bring a model into existence. Model simplification acts primarily as a redesign tool and not a design tool.

**Modelling Frameworks**

A modelling framework goes beyond the idea of guiding principles and methods of model simplification by providing a specific set of steps that guide a modeller through development of a conceptual model. There have been some attempts to provide such frameworks going back to Shannon (1975) who describes four steps: specification of the model’s purpose; specification of the model’s components; specification of the parameters and variables associated with the components; and specification of the relationships between the components, parameters and variables.
Both Nance and Pace have devised frameworks which relate primarily to the development of large scale models in the military domain. Nance (1994) outlines the conical methodology. This is an object oriented, hierarchical specification language which develops the model definition (scope) top-down and the model specification (level of detail) bottom-up. A series of modelling steps are outlined. Balci and Nance (1985) focus specifically on a procedure for problem formulation. Meanwhile, Nance and Arthur (2006) identify the potential to adopt software requirements engineering (SRE) approaches for simulation model development. They also note that there is little evidence of SRE actually being adopted by simulation modellers.

Pace (1999, 2000a) explores a four stage approach to conceptual model development, similar to that of Shannon: collect authoritative information on the problem domain; identify entities and processes that need to be represented; identify simulation elements; and identify relationships between the simulation elements. He also identifies six criteria for determining which elements to include in the conceptual model. These criteria focus on the correspondence between real world items and simulation objects (Pace, 2000a, p. 8).

Within our domain of interest, simulation for modelling operations systems, there is quite limited work on conceptual modelling frameworks. Brooks and Tobias (1996b) briefly propose a framework for conceptual modelling, but go no further in expanding upon the idea. Recent papers by Guru and Savory (2004) and van der Zee and van der Vorst (2005) propose conceptual modelling frameworks in some more detail. Guru and Savory propose a set of modelling templates (tables) useful for modelling physical security systems. Meanwhile, van der Zee and van der Vorst propose a framework for supply chain simulation. Both are aimed at an object oriented implementation of the computer based simulation model. Meanwhile, Kotiadis (2006) looks to the ideas of Soft Operational Research, and specifically Soft Systems Methodology (SSM) (Checkland 1981), for aiding the conceptual modelling process. She uses SSM to help understand a complex health care system and then derives the simulation conceptual model from the SSM ‘purposeful activity model’.
Conclusion

There is, in large measure, a vacuum of research in the area of conceptual modelling for discrete-event simulation. Albeit that many simulation researchers consider effective conceptual modelling to be vital to the success of a simulation study, there have been few attempts to develop definitions and approaches that are helpful to the development of conceptual models. The discussion above attempts to redress this balance by offering a definition of a conceptual model and outlining the requirements for a conceptual model. The conceptual model definition is useful for providing a sense of direction to simulation modellers during a simulation study. If they do not know what they are heading for, how can they head for it? The requirements provide a means for determining the appropriateness of a conceptual model both during and after development. For researchers, the definition and requirements provide a common foundation for further research in conceptual modelling.

What the definition and requirements do not provide is a sense of how to develop a conceptual model. Three approaches have been used in this respect: principles of modelling, methods of simplification and modelling frameworks. The latter has potential to provide the most specific guidance on how to develop a conceptual model. It is also the area that has seen the least development of the three, particularly in simulation for operations systems. It is to a framework for conceptual modelling that our attention turns next. In the paper that follows (ref. paper 2), a framework is described that is built upon the foundations laid out here. The framework is illustrated by applying it to the Ford engine assembly plant model.
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